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Q1:

Design, Develop and Implement a Program in C for converting an Infix Expression to Postfix Expression.

*#include* <stdio.h>

*#include* <stdlib.h>

*#include* <ctype.h>

*#include* <string.h>

*#define* *MAX* 100

*typedef* *struct*

{

*int* *top*;

*char* *items*[*MAX*];

} Stack;

*void* *initStack*(Stack *\**s)

{

    s->*top* *=* *-*1;

}

*int* *isFull*(Stack *\**s)

{

*return* s->*top* *==* *MAX* *-* 1;

}

*int* *isEmpty*(Stack *\**s)

{

*return* s->*top* *==* *-*1;

}

*void* *push*(Stack *\**s, *char* value)

{

*if* (*!isFull*(s))

    {

        s->*items*[*++*s->*top*] *=* value;

    }

}

*char* *pop*(Stack *\**s)

{

*if* (*!isEmpty*(s))

    {

*return* s->*items*[s->*top--*];

    }

*return* '\0';

}

*char* *peek*(Stack *\**s)

{

*if* (*!isEmpty*(s))

    {

*return* s->*items*[s->*top*];

    }

*return* '\0';

}

*int* *precedence*(*char* operator)

{

*switch* (operator)

    {

*case* '+':

*case* '-':

*return* 1;

*case* '\*':

*case* '/':

*return* 2;

*case* '^':

*return* 3;

*default*:

*return* 0;

    }

}

*int* *isOperand*(*char* ch)

{

*return* *isalnum*(ch);

}

*// Converts infix to postfix*

*void* *infixToPostfix*(*const* *char* *\**infix, *char* *\**postfix)

{

    Stack *s*;

*initStack*(*&s*);

*int* *j* *=* 0;

*for* (*int* *i* *=* 0; infix[*i*] *!=* '\0'; *i++*)

    {

*if* (*isOperand*(infix[*i*]))

        {

            postfix[*j++*] *=* infix[*i*];

        }

*else* *if* (infix[*i*] *==* '(')

        {

*push*(*&s*, infix[*i*]);

        }

*else* *if* (infix[*i*] *==* ')')

        {

*while* (*!isEmpty*(*&s*) *&&* *peek*(*&s*) *!=* '(')

            {

                postfix[*j++*] *=* *pop*(*&s*);

            }

*pop*(*&s*);

        }

*else*

        { *// Operator*

*while* (*!isEmpty*(*&s*) *&&* *precedence*(*peek*(*&s*)) *>=* *precedence*(infix[*i*]))

            {

                postfix[*j++*] *=* *pop*(*&s*);

            }

*push*(*&s*, infix[*i*]);

        }

    }

*while* (*!isEmpty*(*&s*))

    {

        postfix[*j++*] *=* *pop*(*&s*);

    }

    postfix[*j*] *=* '\0';

}

*int* *main*()

{

*char* *infix*[*MAX*], *postfix*[*MAX*];

*printf*("Enter an infix expression: ");

*scanf*("%s", *infix*);

*infixToPostfix*(*infix*, *postfix*);

*printf*("Postfix Expression: %s\n", *postfix*);

*return* 0;

}
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Q2:

Write a program to implement a Queue data structure using two Stacks.

*#include* <stdio.h>

*#include* <stdlib.h>

*#define* *MAX* 100

*// Stack definition*

*typedef* *struct*

{

*int* *top*;

*int* *items*[*MAX*];

} Stack;

*// Queue definition*

*typedef* *struct*

{

    Stack *stack1*; *// Used for enqueue*

    Stack *stack2*; *// Used for dequeue*

} Queue;

*// Function prototypes*

*void* *initStack*(Stack *\**s);

*int* *isFull*(Stack *\**s);

*int* *isEmpty*(Stack *\**s);

*void* *push*(Stack *\**s, *int* value);

*int* *pop*(Stack *\**s);

*void* *enqueue*(Queue *\**q, *int* value);

*int* *dequeue*(Queue *\**q);

*void* *display*(Queue *\**q);

*int* *main*()

{

    Queue *q*;

*initStack*(*&q*.*stack1*);

*initStack*(*&q*.*stack2*);

*enqueue*(*&q*, 10);

*enqueue*(*&q*, 20);

*enqueue*(*&q*, 30);

*printf*("Dequeued: %d\n", *dequeue*(*&q*)); *// Should print 10*

*printf*("Dequeued: %d\n", *dequeue*(*&q*)); *// Should print 20*

*enqueue*(*&q*, 40);

*printf*("Dequeued: %d\n", *dequeue*(*&q*)); *// Should print 30*

*printf*("Dequeued: %d\n", *dequeue*(*&q*)); *// Should print 40*

*return* 0;

}

*// Initializes the stack*

*void* *initStack*(Stack *\**s)

{

    s->*top* *=* *-*1;

}

*// Checks if the stack is full*

*int* *isFull*(Stack *\**s)

{

*return* s->*top* *==* *MAX* *-* 1;

}

*// Checks if the stack is empty*

*int* *isEmpty*(Stack *\**s)

{

*return* s->*top* *==* *-*1;

}

*// Pushes an item onto the stack*

*void* *push*(Stack *\**s, *int* value)

{

*if* (*!isFull*(s))

    {

        s->*items*[*++*s->*top*] *=* value; *// Place value on stack*

    }

}

*// Pops an item from the stack*

*int* *pop*(Stack *\**s)

{

*if* (*!isEmpty*(s))

    {

*return* s->*items*[s->*top--*]; *// Return top item and remove*

    }

*return* *-*1; *// Return -1 if stack is empty (error case)*

}

*// Enqueues an item into the queue*

*void* *enqueue*(Queue *\**q, *int* value)

{

*push*(*&*q->*stack1*, value); *// Push onto stack1*

}

*// Dequeues an item from the queue*

*int* *dequeue*(Queue *\**q)

{

*if* (*isEmpty*(*&*q->*stack2*))

    { *// If stack2 is empty, move elements*

*while* (*!isEmpty*(*&*q->*stack1*))

        {

*push*(*&*q->*stack2*, *pop*(*&*q->*stack1*)); *// Move elements to stack2*

        }

    }

*return* *pop*(*&*q->*stack2*); *// Pop from stack2*

}

OUTPUT:

![](data:image/png;base64,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)

Q3:

Design, Develop and Implement a Program in C for Tower of Hanoi.

*#include* <stdio.h>

*#include* <math.h>

*void* *towerOfHanoiIterative*(*int* n, *char* source, *char* target, *char* auxiliary)

{

*int* *totalMoves* *=* (1 *<<* n) *-* 1;

*if* (n *%* 2 *==* 0)

    {

*char* *temp* *=* target;

        target *=* auxiliary;

        auxiliary *=* *temp*;

    }

*for* (*int* *i* *=* 1; *i* *<=* *totalMoves*; *i++*)

    {

*if* (*i* *%* 3 *==* 1)

        {

*printf*("Move disk from %c to %c\n", source, target);

        }

*else* *if* (*i* *%* 3 *==* 2)

        {

*printf*("Move disk from %c to %c\n", source, auxiliary);

        }

*else*

        {

*printf*("Move disk from %c to %c\n", auxiliary, target);

        }

    }

}

*int* *main*()

{

*int* *n*;

*printf*("Enter the number of disks: ");

*scanf*("%d", *&n*);

*printf*("The sequence of moves involved in the Tower of Hanoi are:\n");

*towerOfHanoiIterative*(*n*, 'A', 'C', 'B');

*return* 0;

}

OUTPUT:

Enter the number of disks: 5

The sequence of moves involved in the Tower of Hanoi are:

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Move disk from A to B

Move disk from B to C

Move disk from A to C

Q4:

Consider a scenario of a bank. When the customer visits the counter, a request entry is made and the customer is given a request number. After receiving request numbers, a customer has to wait for some time. The customer requests need to be queued into the system and processed on the basis of their arrival. You need to implement an appropriate data storage mechanism to store these requests in the system and display after completing the customer task on the request.

*#include* <stdio.h>

*#include* <stdlib.h>

*typedef* *struct* Request

{

*int* *requestNumber*;

*struct* Request *\*next*;

} Request;

*typedef* *struct* Queue

{

    Request *\*front*;

    Request *\*rear*;

} Queue;

Queue *\*createQueue*();

*void* *enqueue*(Queue *\**q, *int* requestNumber);

*void* *enqueueMultiple*(Queue *\**q);

*int* *dequeue*(Queue *\**q);

*void* *displayQueue*(Queue *\**q);

*void* *processRequest*(Queue *\**q);

*int* *main*()

{

    Queue *\*q* *=* *createQueue*();

*int* *choice*;

*while* (1)

    {

*printf*("\nBank Counter Management System\n");

*printf*("1. Add Customer Request\n");

*printf*("2. Process Customer Request\n");

*printf*("3. Display All Requests\n");

*printf*("4. Exit\n");

*printf*("Enter your choice: ");

*scanf*("%d", *&choice*);

*switch* (*choice*)

        {

*case* 1:

*enqueueMultiple*(*q*);

*break*;

*case* 2:

*processRequest*(*q*);

*break*;

*case* 3:

*displayQueue*(*q*);

*break*;

*case* 4:

*printf*("Exiting the system.\n");

*free*(*q*);

*exit*(0);

*default*:

*printf*("Invalid choice! Please try again.\n");

        }

    }

*return* 0;

}

Queue *\*createQueue*()

{

    Queue *\*q* *=* (Queue *\**)*malloc*(*sizeof*(Queue));

*q*->*front* *=* *NULL*;

*q*->*rear* *=* *NULL*;

*return* *q*;

}

*void* *enqueue*(Queue *\**q, *int* requestNumber)

{

    Request *\*newRequest* *=* (Request *\**)*malloc*(*sizeof*(Request));

*newRequest*->*requestNumber* *=* requestNumber;

*newRequest*->*next* *=* *NULL*;

*if* (q->*rear* *==* *NULL*)

    {

        q->*front* *=* *newRequest*;

        q->*rear* *=* *newRequest*;

    }

*else*

    {

        q->*rear*->*next* *=* *newRequest*;

        q->*rear* *=* *newRequest*;

    }

}

*void* *enqueueMultiple*(Queue *\**q)

{

*int* *requestNumber*;

*printf*("Enter request numbers (separated by spaces, end with -1): ");

*while* (1)

    {

*scanf*("%d", *&requestNumber*);

*if* (*requestNumber* *==* *-*1)

        {

*break*;

        }

*enqueue*(q, *requestNumber*);

*printf*("Request %d added to the queue.\n", *requestNumber*);

    }

}

*void* *processRequest*(Queue *\**q)

{

*if* (q->*front* *==* *NULL*)

    {

*printf*("No requests to process.\n");

*return*;

    }

*int* *processedRequest* *=* *dequeue*(q);

*printf*("Processed request number: %d\n", *processedRequest*);

}

*int* *dequeue*(Queue *\**q)

{

*if* (q->*front* *==* *NULL*)

    {

*return* *-*1;

    }

    Request *\*temp* *=* q->*front*;

*int* *requestNumber* *=* *temp*->*requestNumber*;

    q->*front* *=* q->*front*->*next*;

*if* (q->*front* *==* *NULL*)

    {

        q->*rear* *=* *NULL*;

    }

*free*(*temp*);

*return* *requestNumber*;

}

*void* *displayQueue*(Queue *\**q)

{

*if* (q->*front* *==* *NULL*)

    {

*printf*("No requests in the queue.\n");

*return*;

    }

    Request *\*current* *=* q->*front*;

*printf*("Current requests in the queue: ");

*while* (*current* *!=* *NULL*)

    {

*printf*("%d ", *current*->*requestNumber*);

*current* *=* *current*->*next*;

    }

*printf*("\n");

}

OUTPUT:

Bank Counter Management System

1. Add Customer Request

2. Process Customer Request

3. Display All Requests

4. Exit

Enter your choice: 1

Enter request numbers (separated by spaces, end with -1): 1 2 3 4 5 -1

Request 1 added to the queue.

Request 2 added to the queue.

Request 3 added to the queue.

Request 4 added to the queue.

Request 5 added to the queue.

Bank Counter Management System

1. Add Customer Request

2. Process Customer Request

3. Display All Requests

4. Exit

Enter your choice: 2

Processed request number: 1

Bank Counter Management System

1. Add Customer Request

2. Process Customer Request

3. Display All Requests

4. Exit

Enter your choice: 2

Processed request number: 2

Bank Counter Management System

1. Add Customer Request

2. Process Customer Request

3. Display All Requests

4. Exit

Enter your choice: 3

Current requests in the queue: 3 4 5

Bank Counter Management System

1. Add Customer Request

2. Process Customer Request

3. Display All Requests

4. Exit

Enter your choice: 4

Exiting the system.